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Free and open source software (FOSS) is any computer
program released under a licence that grants users
rights to run the program for any purpose, to study
it, to modify it, and to redistribute it in original or
modified form. Our aim is to explore the intersection
between FOSS and computational reproducibility.
We begin by situating FOSS in relation to other
‘open’ initiatives, and specifically open science, open
research, and open scholarship. In this context, we
argue that anyone who actively contributes to the
research process today is a computational researcher,
in that they use computers to manage and store
information. We then provide a primer to FOSS
suitable for anyone concerned with research quality
and sustainability—including researchers in any field,
as well as support staff, administrators, publishers,
funders, and so on. Next, we illustrate how the
notions introduced in the primer apply to resources
for scientific computing, with reference to the GNU
Scientific Library as a case study. We conclude by
discussing why the common interpretation of ‘open
source’ as ‘open code’ is misplaced, and we use this
example to articulate the role of FOSS in research and
scholarship today.

This article is part of the theme issue ‘Reliability
and reproducibility in computational science:
implementing verification, validation and uncertainty
quantification in silico’.
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1. Motivation and plan
Sharing software is to computing what sharing recipes is to cooking ([1], p. 53). Just as
individual cooks may be more or less willing to reveal the secret ingredient to a favourite dish,
individual coders may be more or less inclined to make their programs available to others.
Personal dispositions aside, programmers also have to grapple with what has been dubbed ‘[t]he
fundamental tension—how to publish software, comment on it, encourage learning from it, yet
still retain commercial and technical control’ [2].

This tension arises from the opposition of two camps, which can be caricatured as follows. One
maintains that code ought to be accessible and shared with no restrictions; the other insists that
code be closely guarded for the sake of intellectual property and, more prosaically, in the prospect
of turning that property into profit [2]. What we now term ‘free and open source software’ (FOSS)
emerged piecemeal, starting in the 1970s, along a path unfolding between these two camps.

Nowadays, many researchers are no more than a few clicks or taps away from a large body of
literature, data, and software. It can therefore be hard for them to imagine just how different the
process of accessing those resources was even 10 years ago—let alone in the early 1970s, when
the tension between the two camps began to manifest. Possibly as a result of this discrepancy in
day-to-day experience, only a minority across the research community today seem to appreciate
the close ties between FOSS and academia. Exceptions include those who work at the interface
with FOSS, and a handful of others with a specific interest in the topic. For example, few in the
community seem aware that key elements of FOSS emerged in a culture of openness and collective
effort, in keeping with long-established academic principles of knowledge-sharing. Fewer still
seem to realize that FOSS provides the technical backbone of the infrastructure that enables their
effortless access to literature, data, and software (e.g. high-speed networks, responsive search
engines).

In fact, today there is often even confusion among researchers as to what FOSS actually is.
A case in point is the common interpretation of ‘open source’ as ‘open code’—that is, software
for which the human-readable form of the code, or source code, is openly available, with
unrestricted access by all. Misled perhaps by similarity in the name (think, for example, of open
access in academic publishing), advocates of open science have turned their attention to the
software that generates findings reported in scientific papers. In this context, availability of code
is widely regarded as essential to reproducibility of the results (e.g. [3–5]). Therefore, a common
recommendation is that researchers make the software ’open source’, by hosting it in an online
repository that is publicly accessible (e.g. [6]). And yet public access to the source code is neither
necessary nor sufficient for a computer program to qualify as FOSS.

This paper is aimed at researchers with an interest in FOSS, and specifically in the intersection
between FOSS and reproducibility. To the extent that reproducibility is linked to research quality
and sustainability, the discussion is relevant to several others in the research community—
including support staff, administrators, publishers, funders, and any other group with a stake
in the improvement of research culture [7]. Accordingly, we begin by providing definitions of
reproducibility and related notions, followed by the argument that the discourse surrounding
FOSS needs extending to encompass research and scholarship in the broadest sense (§2).

The rest of the paper comprises two substantive parts. The first is a primer to FOSS (§3).
The material is pitched at novices, but it is also suitable for readers beyond this group—for
example, researchers who have some familiarity with relevant terms and concepts, but who are
now wondering whether the code they shared in a public repository hosted on, say, https://
github.com/ is indeed FOSS. We encourage anyone puzzled by this example to engage with §§3a
and b in particular.

The second part illustrates the relevance of FOSS to the research community, with reference to
the GNU Scientific Library [8–10] as a case study (§4). More advanced readers, and anyone with
a specific interest in numerical software for scientific computing, can skip to this part.

We conclude with brief remarks about the role of FOSS in research and scholarship (§5),
including the ‘solution’ to the puzzle above about software hosted publicly online.
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Throughout, we draw on our experience advocating for FOSS, which collectively spans several
decades across multiple professional contexts, different countries, and disparate fields beyond our
own.

2. Setting the scene
There is ambiguity, and some confusion, in terminology linked to reproducibility and related
notions. We rely on the definitions provided in the recent report on Reproducibility and replicability
in science by the US National Academies of Sciences, Engineering, and Medicine [11]. Here,
reproducibility is defined as ‘obtaining consistent computational results using the same input
data, computational steps, methods, code, and conditions of analysis’ ([11], p. 1). Reproducibility
is distinct from replicability, defined as ‘obtaining consistent results across studies aimed at
answering the same scientific question, each of which has obtained its own data’ ([11], p. 1). In
turn, both are distinct from generalizability, namely ‘the extent that results of a study apply in other
contexts or populations that differ from the original one’ ([11], pp. 1–2).

In line with the remit of the issuing organization, the report relates to computational
reproducibility specifically with respect to scientific research [11]. By contrast, our interest is
in research generally, which we define loosely as the process of knowledge production and
dissemination. Anyone who actively contributes to this process today is effectively a computational
researcher, to the extent that they use computers to manage and store information. This designation
shifts the emphasis from viewing software as a tool, to viewing it as an integral part of the day-
to-day workflow for any researcher in any field. By broadening the scope of the discussion in
this way, we aim to highlight the relevance of FOSS to disciplines in which the software-as-tool
perspective has tended to prevail—including, for example, many fields in the humanities and in
the social sciences, and some fields in the natural sciences, in engineering, and in medicine. In
other words, we seek to extend the discourse surrounding FOSS from the usual context of open
science to the broader context of open research.

The rationale here is that FOSS is relevant to research practice beyond the domain of scientific
programming: any researcher in any field is a computational researcher, whether or not they
engage in software development. Against this rationale, a further step is to extend the discourse
surrounding FOSS from open research to open scholarship—that is, to encompass both the research
process itself and the various resources (e.g. intellectual, financial, administrative) that enable it.
To our knowledge, related discussions to date have focused on the interplay between FOSS and
open access in academic publishing (e.g. [12]). Yet with the ever-growing reliance on digital tools
and services across the full range of research activity, it seems timely to explore the role of FOSS
in other domains—for example, as applied to the systems used to publish scholarly content and
teaching materials, or to those used for the day-to-day management of research funding. In our
experience, the conversation is often framed in terms of trade-offs between the cost-effectiveness
of FOSS solutions and the convenience of non-FOSS products. Such narrow framing obscures
the many parallels between FOSS and open scholarship, and their convergence of interests in
contributing to the public good [13].

3. A primer to free and open source software
This primer aims to equip readers with a working knowledge of FOSS. First, we provide a
technical definition, and in the process we unpack several common misconceptions that arise
from it (§3a). Next, we frame the definition in legal terms, outlining relevant notions with respect
to copyright and to software licencing (§3b). Finally, we introduce key figures and events in the
history of FOSS (§3c).

A specialized literature exists on each of these topics, and we refer to it where relevant. Some
of the resources we include are aimed specifically at researchers—typically researchers working
in quantitative fields, and often in the context of open science (e.g. [14–17] for the social sciences).
We seek to complement this literature with a primer suitable for novices. Therefore, we assume
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no background knowledge beyond the level of computer literacy than can be expected of those
in the research community with an interest in open scholarship—including researchers in any
field, as well as support staff, administrators, publishers, funders, and so on (§§1 and 2). Within
this community, anyone who wishes to engage productively with FOSS stands to benefit from
familiarity with the material covered here.

(a) What’s in a name?
Throughout this paper we use ‘free and open source software’ and its acronym ‘FOSS’ as generic
labels, resorting to ‘free software’ and ‘open source software’ where it is useful to do so—for
example, to distinguish between these two categories of software. It is however important to
note at the outset that the overlap between the two categories far outweighs the discrepancies:
therefore, bar few exceptions, the corresponding labels refer to the same body of computer
programs (§3biii).

To explain why multiple terms exist, in §3ai we introduce two social movements active in
the FOSS community, together with the definition of FOSS provided by each. In §3aii we outline
common misconceptions linked to the different terms, and we address the resulting confusion.
A summary of key points is in §3aiii, including a justification of the approach to terminology we
take in this paper.

(i) Technical definition(s)

The term ‘free and open source software’ is a sort of compromise between the philosophical and
political views of two social movements ([18], p. 81): the free software movement, stewarded by the
Free Software Foundation [19], and the open source (software) movement, stewarded by the Open
Source Initiative [20]. We provide historical context for each in §3c; for now, they can be briefly
characterized as follows. The free software movement is ‘a campaign for freedom for users of
software’ [21]—that is, freedom from restrictions on use, study, modification, and distribution of
software. The open source movement is, effectively, ‘a marketing program for free software’ ([22],
p. 7), centred on the practical advantages that can derive from that freedom.

The Free Software Foundation and the Open Source Initiative provide, respectively, the Free
Software Definition [23] and the Open Source Definition [24]. Each definition reflects the views
of the corresponding movement, outlining the requirements a computer program must fulfil to
qualify as free software, in one case, and as open source software, in the other.

The requirements outlined in the two definitions are formalized in the licence that accompanies
the software, which technically determines whether the software is free and/or open source.
Generally, then, free and open source software is any computer program released under a licence that
grants users rights to run the program for any purpose, to study it, to modify it, and to redistribute
it in original or modified form ([25], p. 3). Software that does not meet this definition is termed
proprietary (also non-free and closed source, as antonyms to ‘free’ and to ‘open source’, respectively).
All of these terms apply both to the software itself and to the licence that accompanies it (§3bii).

The generic definition of FOSS given above paraphrases the Free Software Definition, which
centres on the four essential freedoms ([25], p. 3)—that is, the rights to run, study, modify, and
redistribute a computer program. The Open Source Definition was derived from this framework
in a more or less direct line of descent ([26], pp. 172–174; [18], p. 77), and it is equivalent for the
purpose of defining FOSS in relation to the licence. However, it is not as easily paraphrased, nor is
it readily summarized, being a 10-clause ‘bill of rights for the computer user’ ([26], p. 171), linked
to a trademark on the term ‘Open Source’ administered by the Open Source Initiative (§3ciii).

(ii) Misconceptions

We can now proceed to introduce terminology to address key misconceptions surrounding FOSS.
These misconceptions stem from use of the terms ‘free’ and ‘open (source)’ in relation to software,
and they are common among supporters and detractors of FOSS alike.
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Confusion linked to ‘free’

One misconception arises from ambiguity in the English adjective ‘free’, which can refer both to
liberty (as in ‘freedom’) and to price (as in ‘free of charge’) ([25], p. 3). To address this ambiguity,
the French/Spanish adjective ‘libre’ is sometimes used in addition to ‘free’, or in alternative to
it (i.e. free/libre software or libre software; also free/libre and open source software and its acronyms,
FLOSS or F/LOSS). In other words, the reference here is to ‘free as in freedom’, rather than to ‘free
as in gratis’—a distinction colloquially captured by the expression ‘Think of “free speech,” not
“free beer”.’ ([27], p. 43).

The term ‘freeware’ is easily confused with ‘free software’, but the two are not synonymous
([28], p. 73). In particular, freeware and its antonym payware are sometimes used to indicate
software that is obtained, respectively, at no cost and in exchange for money (or, more commonly,
software distributed to users non-commercially and commercially). Crucially, FOSS and proprietary
software can both be distributed for free or for a fee ([27], p. 43); the difference is as follows. In the
case of FOSS, anyone who has a copy of a computer program can decide whether to distribute
copies of the program, and whether and how much to charge for them (§3bii). In the case of
proprietary software, the proprietor has sole discretion as to whether copies of the program can be
distributed, and under what conditions (the proprietor is the ‘owner’ of the software—technically,
the holder of the copyright or, equivalently, the licensor; §3bi).

Therefore, it is incorrect to juxtapose FOSS and commercial software as mutually exclusive
concepts: there is commercial software that is FOSS, and there is non-commercial software that
is proprietary ([28], p. 74). In fact, large fortunes have been accumulated over the past three
decades from the commercial distribution of FOSS, together with provision of related services
(e.g. support).

Confusion linked to ‘open (source)’

A relevant notion here is the distinction between distribution of software with or without source
code. In one case, users have access to a human-readable version of the software; in the other,
access is restricted to the executable machine code compiled from the source code. The term
source-available designates any computer program for which the source code is available to view.
Access to the source code is a prerequisite for the four essential freedoms, in that it enables
users to readily study and/or modify the program (§3ai). By definition, then, all FOSS is source-
available, and any software distributed only in compiled form is proprietary. However, not all
source-available software is free and open source. For example, if the source code can be viewed
for reference only, then the software is source-available and proprietary, in that modification and
redistribution are not allowed.

Much confusion arises from interpretation of the term ‘open source’ to mean, effectively,
‘source-available’. To address the confusion, the Open Source Definition states explicitly at the
outset that “[o]pen source doesn’t just mean access to the source code” [24]—rather, availability
of the source code is only one of multiple requirements a computer program must fulfil to qualify
as open source software (§3ai).

A related issue is confusion about who has access to the source code. A common misconception
is that ‘open source’ implies that the source code is publicly available. That is not the case—more
narrowly, the four essential freedoms granted by FOSS apply to users of the software (technically,
the licencees; §3bi). In a way, this is a moot point, in that if a computer program is FOSS, there is
nothing to prevent users from redistributing its source code, and thus from making it available to
the public. At the same time, it is important to understand that public availability of the source
code is not required for the program to qualify as FOSS—and, conversely, that not all programs
for which the public has access to the source code are FOSS.

The misplaced notion that FOSS necessarily involves public access to the source code extends
also to the development model. In particular, another common misconception arises from
conflation of ‘open source’ with ‘open development’, i.e. collaborative development of a piece
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of software, typically through volunteer effort. The defining features of FOSS make it especially
suited to development in this way, and several successful FOSS projects have leaned heavily
on it (e.g. development of the Linux kernel; §3ciii). Indeed, the Open Source Initiative explicitly
highlights this approach to developing computer programs as one of the key practical advantages
linked to software freedom (§3ai). However, as in the case of public access to the source code, open
development is not required for a program to qualify as FOSS—and, conversely, not all programs
developed in the open are FOSS.

(iii) Summary

To summarize, free and open source software, or FOSS, is any computer program that is freely
modifiable and redistributable, in the sense that users are granted rights to run the program for
any purpose, to study it, to modify it, and to redistribute it in original or modified form. To this
end, users must be given access to the software in human-readable form—that is, to the program’s
source code.

Any program that is not freely modifiable and redistributable in this way is proprietary
software. Broadly, whether a program is free and open source versus proprietary is determined
by the licence that accompanies it. The licence specifies what restrictions apply to the program in
terms of use, study, modification, and distribution (§3b).

Several misconceptions arise from this definition, linked to confusion in terminology. In
particular, the terms ‘free’ and ‘open (source)’ lead to misunderstandings about the price of the
software, about access to the source code, and about the development model. Crucially, whether
a program is FOSS or proprietary software is independent of whether it is distributed for free
or for a fee—that is, non-commercially or commercially. It is also independent of whether the
source code is open, such that the public has access to it. Similarly, it is independent of whether
development occurs in the open, i.e. involving scrutiny and contributions by users, and by the
broader community, as part of a collaborative effort.

In part, the confusion in terminology reflects the historical tension between two social
movements active in the FOSS community: the free software movement (§3cii) and the open
source movement (§3ciii). One centres on freedom, in terms of the rights granted to users to run,
study, modify, and redistribute the software (namely, the ‘four essential freedoms’). The other
centres instead on the practical advantages that can derive from that freedom—for example, to
enable (and, possibly, motivate) users of a piece of software to work collaboratively to add a
desired feature, or to continually review and fix security issues.

Whatever the differences between the two movements, both are firmly grounded on the
premise that humanity as a whole is better served by software that is free and open source.
Advocates of FOSS generally fall somewhere on ‘a multidimensional scattering’ ([22], p. 6) of
opinions, underscoring the perspective of each movement to varying degrees. In the interest of
full disclosure, we note that our philosophical and political stance tends to gravitate towards the
free software portion of that state space.

In an effort to mitigate the confusion, the approach to terminology we take in this paper
departs somewhat from our own ‘FOSS orientation’; a summary of the approach is in table 1.
Broadly, we use ‘free and open source’ versus ‘proprietary’ as generic terms, with specific
reference to ‘free’ and to ‘open source’ in the context of licences (§3bii). We also resort to the
specific labels in outlining the history of FOSS (§3c), and to highlight the views of one movement
in particular (§4).

We close by reiterating a point we raised at the beginning of the section—namely, that the
terms ‘free software’ and ‘open source software’ effectively refer to the same body of computer
programs. Therefore, the philosophical and political nuances underlying variation in terminology
are of limited practical relevance to most, including the intended readers of this paper (§1).
In everyday practice, the research community stands to benefit from FOSS through the rights
granted to users of a program (§3b)—not from the specific views of one movement, nor from
subtleties in the use of vocabulary (see [18] for an alternative take on this issue). At the same time,
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Table 1. Summary of key terms.a

label definition synonym(s) antonym(s)

free and open source
softwareb (FOSS)

any computer program
released under a licence
that grants users rights to
run the program for any
purpose, to study it, to
modify it, and to
redistribute it in original or
modified form

free/libre and open source
software (FLOSS or
F/LOSS)

proprietary software

. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

free softwarec FOSS distributed with a licence
approved by the Free
Software Foundation

free/libre software or libre
software

proprietary software or
non-free software

. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

open source softwared FOSS distributed with a licence
approved by the Open
Source Initiative

N/A proprietary software or
closed source software

. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

freewaree any computer program, FOSS
or proprietary, distributed
to users free of charge

non-commercial software payware or commercial
software

. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .

source-available softwaref any computer program, FOSS
or proprietary, for which the
source code is available to
view

N/A N/A

. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
aTermsdiscussed in§§3ai and ii are reported in italics. Note that alternativedefinitions of these termsexist, and that usagevaries; a justification
of the approach taken in this paper is in §3aiii. bThe generic definition of FOSS given here is based on the Free Software Definition (§3ai). The
rights to run, study, modify, and redistribute a computer program are the ‘four essential freedoms’, which rest on availability of the program’s
source code (i.e. a human-readable version of the program; §3aii). cSee §3biii for discussion of FOSS licences approved by the Free Software
Foundation, i.e. licences compliant with the Free Software Definition (§3ai). dSee §3biii for discussion of FOSS licences approved by the Open
Source Initiative, i.e. licences compliant with the Open Source Definition (§3ai). Note that the term ‘Open Source’ is a trademark administered
by the Open Source Initiative; the Open Source Definition spells out the trademark conditions (§3ciii). eNote that the term ‘freeware’ is not
univocal, as its usage has changed over time ([29], p. 96). fBy definition, all FOSS is source-available, and any software that is not source-
available is proprietary. However, not all source-available software is free and open source (§3aii).

exploring the intersection between FOSS and reproducibility, as we set out to do in this paper
(§1), requires clarity on the concepts outlined here.

(b) Legal framework
In §3a we defined FOSS and its antithesis, proprietary software, in terms of the licence that
accompanies a computer program. Here we outline the legal basis for this distinction. Perhaps
counterintuitively, the existence of FOSS is predicated on the notion of copyright, so we begin by
outlining relevant concepts (§3bi). We then discuss how these concepts apply to software (§3bii),
alongside some practicalities related to releasing code as FOSS (§3biii).

Our aim is to provide a brief overview of these issues aimed at the research community
(§1). We emphasize that the full picture is considerably more complicated than what we present
here, owing in part to the ambiguities in terminology discussed in §3a. Additional contributing
factors are variation in legislation by country and across jurisdictions, and old and new debates
about interpretation and application. Relevant technical detail is beyond the scope of this paper,
however, so we point readers to ([32], pp. 10–14) and ([22], ch. 9) for useful summaries, and to
[33] for a practical guide aimed specifically at scientists.
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(i) Basics of copyright

The vast majority of countries worldwide adhere to a framework to coordinate copyright
legislation internationally. Within this framework, the original expression of an idea through
sound, imagery, or text is automatically protected by copyright, such that authors have exclusive
rights to commercial exploitation of their work (e.g. by selling copies of it, or by displaying it
publicly). Broadly, copyright law places restrictions on use, modification, and distribution of the
work, and of works derived from it, for a set period of time. Once that period lapses, the work is
in the public domain—it is uncopyrighted. At this point, no one can claim ownership of it, and
anyone can exploit it commercially.

Generally, if the work is produced by an employee to their employer’s specification, then the
holder of the copyright is the employer, not the employee. There are exceptions, however: for
example, in some countries the work of government employees ‘defaults’ to the public domain.
Furthermore, in some jurisdictions the work can be placed in the public domain before the
required time has passed. To this end, the copyright holder must provide an explicit statement
that they voluntarily waive their rights in the work (§3biii).

Across jurisdictions the copyright holder can specify which rights, if any, are granted to
recipients of the work, by way of a licence. The licence is a legal document that stipulates how
the work and its derivatives may be used (technically, the copyright holder is the licensor, the
recipients are the licencees). For example, if the licence states ‘All rights reserved’, then the rights
to use and repurpose the work remain with the copyright holder ([32], p. 11).

Licences can be grouped into two broad categories, based on what restrictions they impose
on further distribution of the work and of its derivatives, whether non-commercially or
commercially. Specifically, copyleft licences require anyone who distributes copies of the work,
with or without changes, to do so under the same terms as the original copy, or under equivalent
ones; non-copyleft licences do not include a requirement to this effect.

At a conceptual level, the significance of copyleft is to protect the rights originally granted to
recipients of the work by the copyright holder. The outcome is that no one, not even the copyright
holder, can ever deprive others of those rights. By contrast, non-copyleft allows anyone to remove
some or all of those rights in redistribution. In practice, then, recipients of a derivative of the work
may face greater restrictions than recipients of the original work. For this reason, copyleft licences
are considered reciprocal and protective (also, ‘share-alike’); non-copyleft ones are considered
permissive (also, ‘not share-alike’).

Effectively, the distinction between copyleft and non-copyleft licences captures a trade-off
between the freedom of any one individual to use and repurpose the work at any time, and
everyone’s freedom to do so at all times (§3aii). In a way, copyleft is a ‘hack’ on copyright, in that it
secures the opposite of what the law seeks to achieve: a copyleft licence ensures that copyrighted
work can be freely used, modified, and distributed, and that everyone can do so in perpetuity.
Hence the play on words: ‘copyleft’ is intended as the inverse of ‘copyright’ ([34], pp. 184–185).

(ii) Software licences

We can now discuss how the general provisions outlined in §3bi apply to computer programs,
with reference to the simplified classification of software categories in figure 1. We point readers
to ([28], p. 68) for an extended representation; that level of detail is beyond the scope of this paper.

To the extent that a computer program embodies its author’s original creation, it is subject
to the automatic protection provided by copyright law ([28], p. 70). With few exceptions (e.g.
the work of government employees in some jurisdictions; §3bi), by default any program is thus
copyrighted software. As discussed in §3bi, a licence can be used to stipulate what restrictions apply
to the program and to its derivatives. Through the licence, the author specifies which rights they
retain and which they grant to others, in terms of use, modification, and distribution.

Building on the discussion in §3ai, a FOSS licence can be defined generically as one that grants
users rights to run the software, to study it, to modify it, and to redistribute it in original or
modified form. A proprietary licence is one that does not meet this definition, implying that some
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Figure 1. Simplified classification of software categories.

of those rights remain with the copyright holder. For example, the licence may state that recipients
are allowed to use the program, but they are not allowed to modify it, nor to distribute copies of it.

A FOSS licence is termed copyleft if it requires that distribution of copies of the program, with or
without changes, occur under the same terms as the original copy (i.e. with the same licence, or an
equivalent one). Conversely, a FOSS licence is termed non-copyleft (or, more commonly, permissive)
if it does not include such a requirement. In practice, the difference is as follows. In one case,
modified versions of the program cannot be distributed as proprietary software; in the other, they
can. In other words, copyleft does not allow derivative programs that are proprietary, whereas
non-copyleft does.

Widely used copyleft licences are the GNU General Public License (GPL) [35], the GNU Lesser
General Public License (LGPL) [36], and the Mozilla Public License (MPL) [37]. Widely used non-
copyleft ones are the Apache License [38], the 2-clause BSD licence (also called ‘simplified BSD’
or ‘FreeBSD’) [39,40], and the MIT licence (more precisely, the Expat licence) [41,42]. Within each
category, some licences are more restrictive (and thus more reciprocal and protective), others less
so (and thus more permissive) (§3bi). Overall, the GPL and the MIT licence sit at either end of this
spectrum ([32], p. 14).

Finally, a program can be uncopyrighted software (or, more commonly, public-domain software);
we outlined some mechanisms to this effect in §3bi. Any program for which the source code is
in the public domain is FOSS, in that it can be freely used, studied, modified, and distributed.
There are no restrictions on distribution, therefore derivative programs can be proprietary ([28],
p. 70). A point to note here is that since public-domain software is not covered by copyright, by
definition it cannot be subject to a licence (§3bi). As we discuss in §3biii, this is an issue to consider
when releasing code as FOSS.

(iii) Practicalities

In practice, all that is required to specify the licencing terms for a computer program is to include a
file reporting the full text of the licence; typically, this file has the name ‘LICENSE’ or ‘COPYING’.
Additionally, a short note is added as a comment at the top of each source code file, stating the
copyright date, the name of the copyright holder, the name of the licence, and the location of the
full text of the licence ([22], pp. 20–21). If a piece of software does not include a licence, it cannot
be legally used, modified, or distributed (§3bi): doing so would be an infringement of copyright,
potentially resulting in legal action ([32], p. 30).

The simple procedure outlined above is complicated by the large number of licences available.
Anyone seeking to release a program as FOSS can consult information compiled by licence-
certifying organizations in the FOSS community, such as the list of licences produced by the Free
Software Foundation [43], the Open Source Initiative [44], the Debian Project [45], the Fedora
Project [46], and the Linux Foundation [47]. These organizations review existing licences to
determine which meet the requirements for free and/or open source software, and to examine
issues relating to licence compatibility. Some organizations are also directly involved in managing
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specific licences. For example, the Free Software Foundation holds the copyright to the GPL
(§3bii), and it coordinates work relating to this licence.

The lists of FOSS licences approved by the various organizations do not overlap fully. In
some cases, the discrepancy arises for practical reasons, for instance if a licence is yet to be
reviewed by a given organization ([22], p. 20). In other cases, the discrepancy reflects variation
in philosophical and political views. For example, licences approved by the Free Software
Foundation are compliant with the Free Software Definition; those approved by the Open Source
Initiative are compliant with the Open Source Definition (§3ai). Generally, most of the licences
approved by the Free Software Foundation are also approved by the Open Source Initiative, and
many of those approved by the Open Source Initiative are also approved by the Free Software
Foundation ([28], p. 69). In this context, the terms ‘free’ versus ‘non-free’, and ‘open source’
versus ‘closed source’, can be used to indicate whether a licence is approved by one or the
other organization (table 1). We emphasize, however, that the overlap between the two lists far
outweighs the discrepancies—with few exceptions, then, the terms ‘free’ and ‘open source’ refer
to the same body of computer programs (§3aiii). In most cases, software that is free is also open
source; in slightly fewer cases, software that is open source is also free ([32], p. 8).

One notable discrepancy between the two lists relates to public-domain software (§3bii). Both
organizations view such software as free and/or open source, but they differ in their approach
to it [48,49]. In particular, the Creative Commons CC0 public domain dedication [50] is a widely
used legal instrument for releasing material into the public domain. Technically, CC0 is a waiver
text, not a licence (it includes a fallback licence option for application in jurisdictions that have
no concept of dedicating work to the public domain, by way of the copyright holder waiving
their rights in the work; §3bi). Creative Commons CC0 is approved as a free software licence by
the Free Software Foundation [51]. However, it is not approved as an open source licence by the
Open Source Initiative [52], on the grounds that public-domain software cannot be subject to a
licence (§3bii).

This example illustrates only one of the many complications that surround software licencing,
and we refer readers to the resources listed at the beginning of the section for additional
information. §§4 and 5 include discussion of the issue in relation to research and scholarship
specifically.

(c) Historical framing
In §3ai we introduced two social movements active in the FOSS community. Here we frame the
two in historical context, as background to concepts discussed in §§3a and b, and to the case
study we present in §4. Our account is necessarily incomplete, focusing on key developments
directly relevant to the material covered in those sections. We point readers to ([22], pp. 3–7) for
a useful overview of the history of FOSS, and to [53–60] and various chapters in [61] for detailed
treatments of specific topics.

(i) Origins and key developments through the early 1980s

The origins of today’s FOSS culture can be traced back to the tradition of openness, collaboration,
and knowledge-sharing that characterized the early decades of computing, sometimes referred
to as ‘Hacker Ethic’ ([58], ch. 2). In §1 we pinpointed to the early 1970s the emerging tension
between the hacker tradition and the commercial interests of a nascent software industry. Rather
than a specific event, this window captures several significant interrelated changes that occurred
around that time.

The ‘unbundling’

One such change was the ‘unbundling’, i.e. separation of the sale of software and services
from the sale of hardware, starting in 1969 with IBM ([57], pp. 106–107). Up until that point,
corporate profits had been driven by manufacture and marketing of hardware. Therefore, the
cost of software and services had been combined, or ‘bundled’, with the cost of hardware. Each
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hardware model was highly specialized, as consequently was the software written for it. As a
result, manufacturers had little incentive to sell software separately from hardware. They also had
no incentive to prevent software from being shared widely. In fact, the widespread distribution
of programs for a specific model often led to user-contributed updates, which improved sale
prospects for that model ([32], p. 5). This dynamic affected early corporate motivations for
investment in software development. It also affected how companies distributed source code,
and the relationship they kept with volunteer developers (e.g. users in academia operating the
hardware, typically researchers and technicians).

The unbundling decision by IBM was precipitated by the threat of an antitrust lawsuit by the
US government, on the charge that the bundling of hardware and software was anticompetitive.
More broadly, the decision captured an inevitable transition in the computer industry
([57], p. 169). Hardware manufacturers had begun to realize that software development required
substantial effort, and that it held potential as a revenue stream in and of itself ([32], p. 4). For
example, the introduction of high-level programming languages meant that software could be
ported to different hardware models, creating the conditions for a commercial software industry
separate from the sale of hardware ([22], p. 3). Beginning with the unbundling by IBM in 1969,
software effectively became merchandise.

Rise of Unix

That same year saw another key development, namely creation of the Unix operating system [62].
It is no exaggeration to say that Unix provides the foundation to the world’s digital infrastructure
([60], pp. 158, 165). Today, the majority of web servers and the top 500 supercomputers run
operating systems based on the Unix design. Unbeknown to many, practically every ‘smart’
device we interact with on a daily basis also runs some variant of Unix—including our phones,
computers, routers, headsets, and so on. For example, both Android and iOS are variants
of Unix, as are the GNU/Linux operating system in all its flavours (e.g. Debian, Ubuntu),
Chromium/Chrome OS, and macOS.

Development at Bell Labs. Unix was created beginning in 1969 by Ken Thompson, Dennis
Ritchie, and other researchers at Bell Telephone Laboratories, ‘Bell Labs’ for short. Bell Labs was a
division of AT&T, the American Telephone and Telegraph Company; at the time, it was co-owned
with Western Electric, which was itself a subsidiary of AT&T ([53], p. 57).

Unix was initially released for internal use at Bell Labs. From the early 1970s it was licenced to
educational institutions for a nominal ‘media fee’, and to a limited number of corporate costumers
for a commercial fee ([60], pp. 132, 143). For legal reasons, the company was prohibited from
turning the system into a product and marketing it ([53], pp. 57–61). Therefore, the licences
included all of the source code, but on an ‘as is’ basis ([60], pp. 134–135). Furthermore, there
were restrictions in place: for example, licencees in universities could use the system exclusively
for educational purposes ([60], p. 132).

The earliest versions of Unix were written in assembly language (i.e. the machine-dependent
language for the specific hardware model available to the researchers at Bell Labs). Relatively
early on, most of it was rewritten in C, a high-level programming language created by Ritchie
at around the same time ([60], pp. 76–78). As a result, Unix was the first operating system to be
ported to a wide variety of platforms ([60], pp. 140–141).

Development at Berkeley. The system’s portability allowed the source code to be easily
adapted to different machines, including the low-end models often available in university
departments. Coupled with the inexpensive licencing, this feature led to widespread circulation
of Unix in academia, starting in the early 1970s ([60], p. 134). In turn, uptake of the system in this
setting contributed to an upward spiral of technical innovation. For example, from the mid-1970s
a group of researchers at the University of California, Berkeley developed a version of Unix with
expanded scope and capabilities ([63], pp. 31–33). This version was released beginning in the late
1970s as the Berkeley Software Distribution (BSD) under a permissive licence (§3bii).
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Unix was thus adopted as an educational tool across institutions in several countries (e.g.
[64]): its relative simplicity was well suited to demonstrating the implementation of a real-world
operating system. As computer science graduates ventured from university into industry, they
contributed to the growing popularity of the system outside academia ([60], pp. 144–145).

Commercialization. Unix development was run through the 1970s ‘as a loosely proprietary
research project at AT&T’ ([22], p. 5). Given that the company did not provide any support, users
started coming together on a regular basis to share ideas and software ([53], p. 65). Improvements
were fed back to the researchers at Bell Labs for integration into later releases, and this group
acted as an informal ’clearing house’ for exchange of the system in the US.

By the late 1970s Unix had accrued thousands of users. The surge in popularity led AT&T to
cease distribution on the previous terms, and to begin enforcing its copyright on the source code.
This shift in posturing was followed by a change in the company’s legal position in the early
1980s, which lifted the restrictions that had prevented the full commercialization of the system
until then ([60], pp. 143–145).

Unix was thus promptly taken to market. The new licencing terms were not as favourable as
the previous ones had been, so the Berkeley researchers continued to develop and distribute the
BSD version as an alternative to the commercial products available from AT&T ([60], pp. 154–155).
The researchers at Bell Labs were no longer able to act as a clearing house, even informally, and
this role was taken up by their peers at Berkeley ([63], pp. 34–35).

(ii) Key developments in the 1980s

The free software movement

By the time Unix was taken to market, the commercial software industry had converged on a
clear position in relation to the distribution of source code. Companies needed to produce reliable
products in order to gain an edge over the competition ([57], p. 108). To this end, they needed to
stem the unrestricted sharing of software that had prevailed in the early decades of computing.
For example, they would now require users to sign non-disclosure agreements on the code, or
they would simply not distribute it ([22], p. 3).

The changes occurring in industry spawned lucrative employment prospects for programmers.
They also led to frustration, however, arising from the cost of acquiring software and, more
importantly, from no longer being able to customize programs and then share the modified,
improved versions ([32], p. 5). One person particularly aggrieved by the situation was Richard
Stallman, a programmer on staff at the AI Lab, the Artificial Intelligence Laboratory at the
Massachusetts Institute of Technology (MIT). Stallman had thrived in the hacker culture of the
lab through the 1970s, but this community had progressively disbanded over the years, as many
of its members joined companies to work on proprietary software.

As the changes that were underway in industry finally caught up with MIT in the early 1980s,
the situation became intolerable for Stallman. Resenting the growing restrictions on both himself
and others, he resolved to create GNU, a Unix-compatible system that was free software (§3ai).
‘GNU’ is a recursive acronym for “Gnu’s Not Unix”, indicating that the system would be Unix-
like in design, but that it would not include any Unix code.

Stallman announced this plan in a posting to two Usenet newsgroups (net.unix-wizards

and net.usoft) in 1983 [65]. He then resigned from the AI Lab, to prevent MIT from interfering
with release of GNU as free software, and in 1984 he began work on what would later become
known as ’GNU Project’ [1,66]. The project would produce a complete operating system from
scratch, including (i) a kernel (i.e. the program that allocates resources and interfaces with
the hardware), and (ii) a full collection of developer and user-level utilities, to allow both
development and general use. The aim was for Stallman to ‘be able to get along without any
software that is not free’ ([65], p. 27).

Opening with ‘Free Unix!’, the Usenet posting invited ‘[c]ontributions of time, money,
programs and equipment’ ([65], p. 26). This ‘call to arms’ marks the birth of the free software
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movement (§3ai). In 1985 Stallman issued the GNU Manifesto [21,67], in which he expanded
on the initial announcement, with more detail on the project’s philosophical underpinnings. For
example, he explained that GNU software is not in the public domain, to ensure that all versions
remain free in perpetuity (§3bii). That same year he established the Free Software Foundation to
support the movement, and in 1986 he published an early version of the Free Software Definition
[68] (§3ai). He then introduced the notion of copyleft (§3bi), through release of the first version of
the GPL in 1989 (§3bii). Effectively, several key concepts outlined in §§3a and b were first explicitly
articulated by Stallman in the 1980s, and they delineate FOSS as we understand it today.

Demise of Unix

In many ways, the free software movement resembled the community of Unix users established
in the 1970s. Together with the researchers working on the system at Bell Labs and at Berkeley,
this community had been putting into practice the culture of knowledge-sharing that would
drive Stallman’s ideological campaign beginning in the 1980s ([22], p. 5). What had been missing
in the early phases of Unix development, however, was a clearly stated philosophy around
software licencing (§3bii), and the system suffered uncertainty and loss of opportunity as a result
([60], p. 157).

One issue was the proliferation of Unix and Unix-like variants, following commercialization
of the system by AT&T in the early 1980s ([60], pp. 153–157). A multitude of implementations
appeared, some based on versions available from AT&T, some based on BSD, some based
on combinations of the two ([53], pp. 209–210). In particular, the licencing of BSD allows
proprietary derivatives (§3bii), and BSD code was thus often incorporated into proprietary
variants (notably, for example, Apple’s macOS and iOS are proprietary operating systems based
on derivatives of BSD). Such proliferation dispersed effort, creating competition, fragmentation,
and incompatibility. Indeed, one of the benefits for ‘all computer users’ that Stallman envisioned
from releasing the GNU system as free software was precisely to avoid ‘much wasteful
duplication of system programming effort’—effort that could be directed ‘instead into advancing
the state of the art’ [21].

(iii) Key developments in the 1990s

Enter Linux

The GNU system was nearly complete by the early 1990s, comprising a large collection of
packages. However, the design that had been selected for the kernel proved particularly difficult
to implement. Therefore, development of this component lagged behind ([22], p. 4).

The system was made operational through inclusion of a kernel based on a less ambitious
design. This kernel, called ‘Linux’, was created by Linus Torvalds beginning in 1991 ([69], pp.
103–104). Torvalds, then a computer science student at the University of Helsinki, had started the
project as a hobby, but he managed to produce a working kernel from scratch in a relatively short
period of time. In part, he was able to do so with contributions by developers around the world,
leveraging the growing capability of the Internet, which was getting off the ground in those years
([22], p. 3).

Linux was released as free software under the GPL from 1992 (§3bii). At this point, work began
to integrate the kernel with GNU software, so as to produce a fully functional operating system
([69], p. 107])—technically, this is the GNU/Linux operating system, although it is commonly
referred to simply as ‘Linux’ (see discussion in [70,71]).

Legal troubles

Had a kernel been available as part of the BSD version, Torvalds would likely not have bothered
with his hobby project in the first place [72]. However, development of BSD had been slowed
down in the early 1990s by legal turmoil around licencing ([60], p. 157).
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Early versions of BSD included Unix code, and they were therefore subject to an AT&T licence.
After AT&T began clamping down on distribution of the system, the researchers at Berkeley
put substantial effort towards reimplementation of various utilities which used Unix code, so
that BSD and its derivatives would no longer be subject to the AT&T licencing requirement
([63], pp. 40–43). Despite this effort, a legal quagmire ensued between 1992 and 1994 over
intellectual property rights to the software. In particular, a subsidiary of AT&T accused BSD
developers at Berkeley and elsewhere of violating the copyright on Unix; the University of
California responded with a counterclaim, accusing AT&T of breaching the terms of the BSD
licence in using code developed at Berkeley ([63], pp. 44–45).

The legal troubles resolved largely in favour of the BSD developers, and work on the project
continued at Berkeley through the mid-1990s ([63], pp. 45–46). Yet by the time the legal ambiguity
had cleared, the market had shifted to GNU/Linux as the leading Unix-like operating system that
was free software, with BSD and its derivatives relegated to relatively minor roles.

The open source movement

By the late 1990s, GNU/Linux had also gained large market shares as an alternative to proprietary
operating systems, notably Windows, both among individual users and in business. Free software
quickly gained momentum from then on, in industry as well as outside the developer community.
Some in the community felt that this turning point called for a ‘rebranding’, so as to make
free software palatable to mainstream corporate types. A sticking point was the ambiguity
arising from use of the term ‘free’ in relation to software (§3aii). In particular, the need to
explain the concept with reference to ‘free speech’ versus ‘free beer’ diverted attention from
the core issue of source code availability [73,74]. Besides being confusing to newcomers, the
term failed to convey the possible commercial advantages arising from software freedom [73],
and in particular the greater levels of innovation enabled by an open development model
(§3aii).

Brainstorming on the topic at a strategy session in 1998 converged on ‘open source software’ as
the preferred alternative [73,74]. Following extensive promotion, the term quickly gained traction
in industry, in the media, and among the public, with early support from prominent figures in the
community, including Torvalds [74]. By contrast, Stallman rejected the term on the grounds that
it carries its own ambiguity ([18], pp. 77–78) (§3aii) and, more importantly, for shifting the focus
away from ‘the ideas of freedom, community, and principle’ ([1], p. 70).

The Open Source Initiative was founded as part of this rebranding effort (§3ai). The term
‘Open Source’ was registered as a certification mark (i.e. a trademark for application to other
people’s products) ([26], p. 174), with the trademark conditions spelled out in the Open
Source Definition [24] (§3ai). Use of the term ‘Open Source’ is thus linked to the Open Source
Definition, and the Open Source Initiative was established primarily to manage the trademark
([26], p. 174).

More broadly, the birth of the open source movement in the late 1990s finally made explicit
the ‘multidimensional scattering’ ([22], p. 6) of opinions that had emerged across the FOSS
community by that point (§3aiii). Importantly, the movement introduced vocabulary and concepts
necessary for education and advocacy about FOSS on pragmatic grounds [74], distinct from the
ideological framing of the free software movement ([22], p. 7).

4. The GNU Scientific Library
We illustrate how the notions introduced in §3 apply in the context of research and scholarship
with reference to the GNU Scientific Library (GSL) [8–10], a widely used collection of numerical
routines for scientific computing. This choice of example is opportunistic: one of us (Galassi)
was involved in initial conception of the library in the second half of the 1990s, and in its
subsequent development over several years. Therefore, we can draw on his first-hand account
of the motivations driving the project, and of how these informed the design of the library.
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This section is in three parts. We begin by sketching the landscape of resources for scientific
computing available in the 1990s (§4a). We then frame GSL against this landscape, which
provided the technical backdrop to conception and development of the library (§4b). We conclude
by outlining lessons learnt from the case study (§4c).

(a) The landscape
The earliest motivation for development of GSL came in the early 1990s when Galassi, then a
visiting graduate student at Los Alamos National Laboratory, attempted to obtain source code
for the Common Los Alamos Mathematical Software (CLAMS) library for numerical analysis.
Instead of the code he received a series of bureaucratic answers: in practice, the maintainers of
the library had not yet decided under what terms to release the software. The CLAMS library
included all of the routines in the public-domain SLATEC library (described below), alongside
some routines unique to Los Alamos National Laboratory ([75], p. 8-5). Without the source code
it was impossible to determine which routines came from which codebase. It was therefore
impractical, at best, to reproduce results generated using the CLAMS library (e.g. [76–78]).

Further motivation for development of GSL came from the landscape of software for numerical
analysis available in the early to mid-1990s—a motley collection of resources varying on several
dimensions, such as code quality and terms of use [79]. We can sketch this landscape with
reference to two of those resources, which sit at opposite ends of the spectrum for the dimensions
most relevant to our discussion.

At one end of the spectrum is the SLATEC library—in full, the SLATEC Common Mathematical
Subroutine Library, or some variant thereof [80–82]. The library was developed beginning in the
late 1970s across several US government research laboratories: the ‘SLA’ in ‘SLATEC’ stands for
three federal research facilities based in New Mexico (namely, Sandia National Laboratories,
Los Alamos National Laboratory, and Air Force Weapons Laboratory); ‘TEC’ is an acronym
for ‘Technical Exchange Committee’. The committee had been established in 1974 as a loose
consortium of the computing departments of those three sites, to foster the circulation of technical
knowledge across them; it was later expanded to include other members, with others still joining
specifically in the effort to develop the library [80,82].

The effort was driven by the aspiration to procure high-quality numerical software for use
on the various systems, including supercomputers, in operation at the facilities involved in
the collaboration [80]. It was framed at the outset as ‘an experiment in resource sharing by
the computing departments of several Department of Energy Laboratories’, with the aim ‘to
cooperatively assemble and install at each site a mathematical subroutine library characterized by
portability, good numerical technology, good documentation, robustness, and quality assurance’
([80], p. 16).

Multiple versions of the codebase were released between 1982 and 1993 [82], ‘available to
anyone on request [in the] hope that the library will enjoy usage by universities and laboratories
engaged in scientific computation’ ([81], p. 310). With the launch of Netlib [83–85] in 1985, specific
packages of the library were additionally made available via the network. Short for ‘network
library’, Netlib had been set up to provide ‘quick, easy, and efficient distribution of public-domain
software to the scientific computing community on an as-needed basis’ ([83], p. 403). The aim
was to facilitate the aggregation of relevant computer programs and other resources, thereby
promoting re-use as best practice among researchers [84]. The material was initially collected and
distributed via ‘electronic mail’ [83], and later predominantly via the World Wide Web [84].

At the other end of the spectrum is Numerical recipes: the art of scientific computing, a series
of books published beginning in 1986 [86]. The books covered a broad range of algorithms and
methods of scientific computation. They proved popular with researchers for the informal style of
the prose, and for implementing the procedures discussed in the text as printed computer routines
(e.g. [87]). For example, the first edition featured approximately 200 programs, implemented
in both Fortran and Pascal ([86], p. 1). The ‘package’ also included example books [88,89] and
diskettes, all available for separate purchase.
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Inevitably, there was a trade-off between breadth and depth of the material covered in the
books, both in thoroughness of the explanations and in sophistication of the implementations
[90]. Indeed, experts in numerical analysis generally considered the Numerical recipes codebase
poor in terms of efficacy, efficiency, and reliability (e.g. [90]).

Yet it became common practice among researchers to incorporate snippets of Numerical recipes
code into software they developed. This practice was problematic, because releasing any such
software is an infringement of copyright (§3b). For example, the licencing terms for the first
edition of the book prohibit distribution of the machine-readable code, whether typed from the
text or inputted from related products: the reader is allowed to make only one copy of each
program, for personal use ([86], p. xiii).

(b) Conception and design of GSL
The SLATEC library and Numerical recipes both provided impetus to conception of GSL in the
mid-1990s, although pulling in opposite directions. One was a library of high-quality software,
in the public domain and accessible via the network, and aimed at specialists in numerical
analysis. The other was a codebase of low quality, available under the restrictive terms of a
commercial proprietary licence, and aimed at non-specialists. More broadly, the software in Netlib
could handle difficult computational problems, which were out of reach of the small algorithms
that researchers would incorporate as snippets of code from the Numerical recipes package [84].
Overall, then, these resources diverged both in scope and in target audience. Curiously, if for
different reasons, they all raised concerns of a ‘black-box’ approach in the hands of users who
had limited familiarity with the underlying mathematical theory, or with relevant numerical
techniques [90].

For all its positive features, the SLATEC library presented one major shortcoming in the mid-
1990s: it was written in Fortran. Fortran had been the programming language of choice in science
and engineering since the late 1950s; beginning in the 1980s, however, it was increasingly replaced
with C. Therefore, GSL was framed explicitly as ‘a modern version of SLATEC’ [79] (evidently,
a reference to the SLATEC library, not the committee; §4a). Galassi and James Theiler began
work on design and early implementation of GSL, developing the first modules, in 1996. The
pair were soon joined by Brian Gough, who contributed to both aspects of the project. Once
the initial elements were in place, it was possible to recruit several others to join in the effort.
In particular, Gough went on to co-lead with Gerard Jungman on overall development of the
library, including design and implementation of the major modules [10]. All four were based at
Los Alamos National Laboratory: Galassi, Theiler, and Jungman as research scientists, Gough
working on development and modernization of the web interface to the facility’s preprint server
(the predecessor to arXiv.org). Multiple versions of the library were released beginning in 1996,
with the most recent stable release put out in 2019 [10].

A crucial initial step in development of GSL was to outline an explicit framework in a design
document, which was refined over several years [79]. The document began by identifying the
need for a numerical library of high quality that was free software (§3ai). The library would
include state-of-the-art algorithms, which would be described pedagogically in comprehensive
documentation. The code would be written in C, using up-to-date coding conventions and
standards, and using a build and release system that would ensure portability and robust
configuration on different platforms. Overall, the library would be aimed at general users, not
specialists. At the same time, it would provide a framework to which experts in numerical
analysis would be able to contribute.

These principles were conceived to build on the positive features of related resources available
at the time, while addressing various shortcomings, as outlined above. In all other respects, the
general approach to the design of GSL was derived from established practices of the free software
movement, and of the GNU Project in particular (§3cii)—including release of the library under
the GPL (§3bii), adoption of the GNU coding standards [91], and use of the GNU Autotools [92]
to manage the complexities of porting software to different platforms [93]. As stated in the design
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document, ‘basically, [the library] is GNUlitically correct’ [79]. The GSL team never lost sight of
these principles, even as Galassi moved on from the role of maintainer, succeeded first by Gough,
and then by Patrick Alken, a research scientist at the University of Colorado Boulder.

(c) Lessons learnt
We can now review the outlook for the resources introduced in §§4a and b, separately for different
categories of software: software in the public domain (§4ci), proprietary software distributed
commercially (§4cii), and free software distributed non-commercially (§4ciii).

(i) Public-domain software

Work authored as part of the duties of officers or employees of the US government is not
covered by copyright, therefore it is automatically in the public domain (§3bi). At various
times, however, federal research laboratories have been run as ‘government-owned, contractor-
operated’ facilities, with personnel employed by the contractor, not the government. Exploiting
this technicality, administrators of those facilities have often ‘experimented’ with approaches to
the commercialization of software, variously restricting use, modification, and distribution of
computer programs developed in-house.

A misguided attempt at commercialization may explain why the maintainers of the CLAMS
library dithered when, in the early 1990s, Galassi approached them about the source code (§4a).
Whether through administrative shortsightedness, or as an unintended consequence of it, in the
end the source code was not released, and the library was therefore never ported to modern
operating systems. A key resource for scientific computing was thus lost through a bureaucracy
that lacked a robust framework for licencing software.

In and of itself, demise of the CLAMS library represents a waste of the effort (intellectual,
financial, administrative, etc.) that had enabled development and maintenance of the codebase
over several years. There are also enduring repercussions for the research community more
broadly, in that it is not possible to reproduce published results that relied on the library for
calculations (§2).

Conception of the SLATEC library in the late 1970s predates such attempts at
commercialization. Nearly 40 years since its initial release (in 1982, Version 1.0, written in Fortran
66), the library is available to researchers worldwide as public-domain software. The latest release
(in 1993, Version 4.1, written in Fortran 77) features over 1400 general-purpose mathematical and
statistical routines [82].

This outcome is not the fortuitous byproduct of an auspicious set of bureaucratic
circumstances. As discussed in §4a, development of the SLATEC library was driven by awareness
of the benefits that arise from the pooling of technical expertise across research facilities [80].
Accordingly, there was an explicit focus from the outset on ‘free software’—both in terms of
incorporating existing high-quality code into the library, and in terms of making the programs
available to all, encouraging uptake of the library across the research community ([81], pp. 304–
306, 310). For example, stringent standards were initially set for programming, documentation,
error handling, and testing, but they were quickly reframed as recommendations, so as to facilitate
integration into the codebase of ‘free software’ available from other sources ([81], pp. 304–306,
314). Additionally, new programs considered for inclusion in the codebase were required to be
in the public domain, which was ‘generally not a problem since most authors are proud of their
work and would like their routines to be used widely’ [82].

The absence of restrictions on distribution of the software enabled access via the network,
practically as soon as the relevant technology allowed. As noted in §4a, in 1985 specific packages
of the library were included in the initial release of Netlib, a repository that aggregated public-
domain software for scientific computing, to encourage sharing across the research community
[83–85]. The temporal overlap in development of the two resources is likely not causal,
and it is likely no coincidence that both efforts involved scientists based at US government
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research facilities—possibly reflecting a culture that promoted the (relatively) free circulation of
knowledge, echoing the culture established in the early days of military funding for computing
projects [94].

We saw in §3cii that free software and related concepts were not articulated in full until the late
1980s. In particular, copyleft licencing had not been introduced at the time the SLATEC library
and Netlib were first released. Therefore, the researchers involved in development of the two
resources had no other option to make the programs ‘free software’, but to place the source code
in the public domain (§3bii). There are several advantages to this approach: anyone can obtain
the programs at no cost, and anyone is allowed to distribute copies of the source code, with or
without changes. It follows that anyone can make improvements and contribute them back to
the community, by distributing modified versions of the programs as FOSS. However, there is
nothing to prevent distribution of the modified versions as proprietary software instead.

Distributing proprietary derivatives amounts to ‘free-riding’ on collective effort ([34], p. 184).
Allowing (enabling?) such an uncooperative outcome is the one drawback to the approach. In all
other respects, the ‘experiment’ set out in establishment of the SLATEC library was a resounding
success, likely bolstered by confluence with the creation of Netlib (§4a). Both resources remain
relevant today. As of February 2021, Netlib reports over 1.24 billion cumulative requests to its
repositories at the University of Tennessee and Oak Ridge National Laboratory [95], with over
17.76 million of those requests being accesses to the SLATEC library [96]. These figures relate
to only one of four main Netlib servers, and there are several mirrors worldwide [97]. The
email interface to Netlib continues to operate, more than 35 years on, alongside the web-based
one [83,84].

(ii) Commercial proprietary software

There is a clear parallel between the spirit of collaboration that culminated in release of the
SLATEC library in 1982—and, separately, in the launch of Netlib in 1985—and the culture of
knowledge-sharing that animated the free software movement in the early 1980s (§3cii).

This sentiment was not universally shared across the research community, however. For
example, it is striking that those various initiatives emerged at around the same time as
publication of the first edition of Numerical recipes, in 1986 [86] (§4a). In particular, the approach
to licencing taken by the authors of the book provides a jarring contrast: as noted in §4a, the
commercial proprietary licence imposes stringent restrictions on use and repurpose of programs
in the package, such that distributing software that includes Numerical recipes code is a violation
of copyright.

Whether intentionally or inadvertently, the licencing terms hindered collaboration among
researchers. By the time the second edition of the book appeared, in 1992 [98], this stance seemed
untenable—irksome even, since the authors acknowledged public funding for related work.
Ironically, they also acknowledged relying on various free software tools for composition of the
book ([98], pp. xiii, xv).

Whatever gains (reputational, financial?) were obtained in the short to medium term, the
approach to licencing eventually backfired, exposing an embarrassing lack of foresight on the
part of the authors. High-quality free software for scientific computing had become increasingly
available through the 1990s and the early to mid-2000s, and the Numerical recipes codebase was
simply no match for it. The third edition of the book was published in 2007 [99]; by admission
of the authors, printed code was now included in the text exclusively as a pedagogical tool
([99], p. xi). More generally, the package was relegated to a relatively minor role against its earlier
popularity (§4a), occupying a narrow niche in the flourishing landscape of scientific computing.

Overall, then, the outlook for the Numerical recipes codebase is analogous to the outlook for the
CLAMS library (§4ci): a waste of the disparate set of resources that had enabled the work, with
repercussions for the research community at large in terms of reproducibility (§2).
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(iii) Non-commercial free software

We can only speculate what alternative fate the Numerical recipes package would have enjoyed,
had its authors not restricted use of the programs, nor prohibited their distribution—perhaps
even inviting users, and the broader community, to improve the software collaboratively.

To this end, we can draw a comparison with GSL, a project that began between publication of
the second and third editions of the book. The library is in active development 25 years since its
initial release (in 1996, Version 0.0). The most recent stable release (in 2019, Version 2.6) includes
over 1000 mathematical routines, together with an extensive test suite [10]. Current efforts focus
on maintaining the stability of the codebase, on extending or improving existing functionality, and
on introducing new capabilities by incorporating useful algorithms that have been independently
tested and thoroughly documented. Wrappers for the library are available from C to several high-
level programming languages. Finally, GSL is readily installed from source code, and it is ported
to different platforms efficiently and robustly—including the major GNU/Linux packaging
approaches (Debian, Red Hat) and proprietary operating systems (macOS, Windows).

Where possible, the routines included in GSL were based on public-domain software of high
quality, reimplemented in C using up-to-date coding conventions and standards (e.g. name
canonicalization); others were instead written from scratch, following the same approach in terms
of implementation [10]. The stability over time of C coding conventions and standards has lent
robustness to GSL. Additional robustness has grown out of the explicit design decision to adopt
rigorous engineering practices linked to the GNU Project (§4b). For example, use of the GNU
Autotools [92] as the build system ensures longevity alongside portability. This suite of tools
generates source code distributions that can be run virtually unchanged decades after they are
released, through the rigid application of standards (e.g. use of the POSIX shell instead of GNU
Bash for shell scripts), and through the assumption of minimal features on the target system.
As a result, it is still possible to build the earliest versions of GSL, 25 years on, with almost no
changes [93].

Another example of best practice derived from the GNU Project is inclusion in GSL of a test
suite for all routines—for instance, a program that uses the library to check the output of a routine
against known results, or one that invokes the library several times and performs a statistical
analysis on the results (e.g. for random number generators). The test suite is run automatically as
part of the building of the library [10]. Such complete testing was a new feature in the late 1990s,
preceding widespread uptake of the practice in industry and, eventually, in academic research.

As discussed in §4b, GSL was conceived as a modern replacement to the SLATEC library. It
was also intended as an alternative to a host of other resources for numerical analysis available
in the 1990s, which included both free and proprietary software, and both commercial and
non-commercial packages [10]. The advantages to using a tool like GSL that is free software,
distributed non-commercially, are as follows. First, the library is available to everyone, at no cost,
and therefore without conditions on in-house use (e.g. a limit on the number of users, which
commonly applies to commercial products). Second, availability of the source code means that
users can customize the routines in GSL to their needs. Third, users are allowed to release, as
source code, any software they develop that is derivative of GSL—including software that makes
use of the library, and software that incorporates a non-trivial amount of code from it. Overall,
then, GSL enables and promotes scientific collaboration [10].

One restriction that arises from licencing of GSL under the GPL is that the library can only
be redistributed in software that is itself under the GPL (§3bii). For example, users are allowed
to combine GSL code with a program under a different licence, if the licence is compatible with
the GPL. They are also allowed to distribute the combined program, including the source code,
provided that the program is released under the GPL. It follows that all derivatives of GSL grant
users the same rights that are granted by GSL [10]. By design, then, the freedom built into GSL by
way of the GPL begets more freedom (§3ai), in the sense that it gets passed on to any software that
relates to the library, in perpetuity (§3bi). In practice, a positive side-effect is that improvements
to GSL are automatically contributed back to the community, to the extent that modified versions
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of routines in the library can only be distributed as FOSS. Therefore, copyleft licencing averts
the free-riding on collective effort enabled by FOSS that allows proprietary derivatives (§4ci)—
namely, FOSS in the public domain, and FOSS under a non-copyleft licence (§3bii).

The restriction on distribution imposed by the GPL effectively serves to prevent the imposition
of further restrictions (§3bii), and it applies equally to all users, whether they distribute software
commercially or non-commercially (§3aii). In the case of GSL, it is the ‘price’ for access to a
high-quality numerical library at no cost ([8], pp. 1–2). Opinions differ as to whether such a
restriction should extend to software developed in the context of research. For example, a recent
recommendation is to avoid the GPL in scientific computing, and to use a permissive licence
instead (i.e. a non-copyleft licence; §3bii). The rationale is that permissively-licenced FOSS is
more easily integrated into other projects [100]. Another view is that where the overarching aim
is knowledge production and dissemination, as in the context of research (§2), then convenience
should give way to principle — in this case, the principle of software freedom ([101], p. 235).

In setting up GSL, Galassi and colleagues were able to draw on the licencing philosophy that
had emerged from the free software movement in the late 1980s (§3cii). As discussed in §4ci,
such a carefully thought-out approach to the distribution of software had not been available to
the researchers involved in establishment of the SLATEC library in the late 1970s, and in the
creation of Netlib in the early 1980s. In many other respects, the parallels between the SLATEC
library and Netlib outlined in §4ci extend to GSL. GSL also sought to prevent duplication of effort,
both by re-using existing programs, and by enabling the research community to share software—
not reinventing the wheel, so to speak, being a recurrent theme in the free software tradition
(§3cii). And, as had been the case for the SLATEC library and for Netlib, development of GSL
was driven by scientists based at US government research facilities (§4b). This observation raises
questions about the incentives that motivated those involved in the three projects, compared to
the incentives that may prevail in other contexts. For example, contemporary university settings
have long suffered from an emphasis on ‘publish or perish’ [13], which leads to framing the
research process as a ‘winner-takes-all’ activity; in turn, such framing rewards short-termism and
performative novelty, at the expense of research quality and sustainability.

5. Closing
We conclude with two remarks, to illustrate the relevance of the preceding discussion to research
and scholarship today (§2). The first remark is aimed specifically at researchers. To this end,
we return to the common interpretation of ‘open source’ as ‘open code’ outlined in §1, and
in particular to the scenario relating to software hosted in an online repository that is publicly
accessible. It should be clear from the material in §§3a and b why, as noted in §1, public access to
the source code is neither necessary nor sufficient for a computer program to qualify as FOSS.

We can make this scenario more concrete with reference to software hosted on
https://github.com, a platform popular among researchers. The website is run by GitHub,
Inc., a subsidiary of Microsoft Corporation. The GitHub platform provides online services for
software development, and specifically distributed version control and source code management
using Git [102]. Git is FOSS under the GPL (§3bii); it was created by Torvalds and others for
development of the Linux kernel (§3ciii). Additional features on the platform, including its ‘social
networking’ functions and other tools for collaborative development, are based on a proprietary
web infrastructure—that is, the web interface itself is not FOSS.

In the context of open science, there is growing pressure on researchers to share programs
they develop (§1). A common recommendation is to host the code on the GitHub platform (e.g.
[100,103,104]). As noted in §1, simply hosting source code in a publicly accessible repository on
https://github.com does not amount to ‘open sourcing’ a piece of software (e.g. [6]): the software
is free and open source only if it is released under an appropriate licence (alternatively, the source
code must be in the public domain; §3bii).

And yet, in our experience, this approach to ‘open sourcing’ software is common among
researchers. For example, a convenient way to share code with others is to upload it to a public
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repository on GitHub. Crucially, all too often there is no licence (§3biii). Without a licence,
nobody has permission to use, modify, or distribute the code in the repository [105]. If multiple
collaborators contributed to development of the code, then ‘nobody’ includes each one of them.
Under the GitHub terms of service, other registered users on the platform can (i) view code
hosted in a publicly accessible repository, and (ii) make a copy of the repository into their own
account (via GitHub’s ‘fork’ function). Technically, however, they are not allowed to use, modify,
or distribute the code—doing so is a violation of copyright.

Clearly, researchers who share code in this way do not intend to disallow its use and repurpose.
Rather, they typically aim to facilitate collaboration, enabling others to reproduce their work and
to build on it—precisely the reasons the code should be released as FOSS in the first place! To be
clear, we are not dwelling on this example as a criticism to well-intentioned researchers. Instead,
we wish to highlight that it is important for anyone who contributes to the research process to
acquire a working knowledge of FOSS, so that they can make informed decisions about software
as an integral part of their day-to-day workflow (§2). We hope that the primer in §3 proves useful
in this regard. Increasing awareness seems key, given that between 2008 and 2015 only around 20
to 30% of all repositories hosted on the GitHub platform included a licence [106]. These figures
are all the more striking considering that, since 2013, the web interface has actively encouraged
users to specify a licence when creating a new repository [107]: the initialization menu includes
a ‘Choose a license’ checkbox, which brings up a ‘license picker’ with a list of commonly used
options (the drop-down menu defaults to ‘License: None’).

The lessons learnt from the case study in §4 underscore that lack of clarity in licencing leads to
lost opportunity and wasted effort: the demise of the CLAMS library is a clear example (§4ci).
In the long run, the restrictions imposed by proprietary licencing may lead to an analogous
outcome, as demonstrated by the downward trajectory of the Numerical recipes package (§4cii).
Both lessons echo the Unix story (§3c). The long-term prospects of the operating system that
‘changed the entire path of computer technology’ ([60], p. ix) were thwarted by the lack of a
clearly defined approach to licencing: the ‘liberal’ distribution of source code in the early years
(e.g. to educational licencees) clashed with later attempts to restrict circulation for commercial
gain ([60], p. 157) (§3ci). The legacy of Unix is substantial; sadly, the system itself succumbed to
the confusion and ‘legal wrangling’ ([60], p. 157) that ensued from the clash (§§3cii and iii).

A related lesson to emerge from the case study is that a careful approach to licencing is
key to the resilience of software projects and, ultimately, to research quality and sustainability.
In particular, development of the FOSS resources discussed in §4 involved technical and
organizational challenges linked to creating, maintaining, and distributing large and complex
codebases, and to managing projects that rely heavily on feedback between developers and
researchers. Arguably, the success of any such effort is best assessed in terms of longevity and
widespread uptake, rather than by popularity of a piece of software over a short period of time.
Decades on, the SLATEC library, Netlib, and GSL are still robust, relevant, and widely used (§§4ci
and iii)—evidence that upfront investment in FOSS can lead to substantial long-term dividends
in terms of research quality and sustainability (§2).

Building on this lesson, the second concluding remark is aimed more broadly at researchers,
support staff, administrators, publishers, funders, and anyone else in the research community
with an interest in open scholarship (§2). The implication here is that the community as a
whole stands to benefit from a ‘FOSS-first’ approach to both the research process itself and the
surrounding infrastructure. For example, we can ask whether well-intentioned researchers based
at a university should indeed rely on services provided by a company like GitHub, Inc. in their
day-to-day work. In our experience, many do so out of convenience, because equivalent FOSS
infrastructure is not available through the university.

As noted in §2, related discussions are often framed in terms of the convenience of proprietary
products versus the cost-effectiveness of FOSS solutions. The principle of software freedom is
typically ignored, and with it the issue of control over the digital tools and services that enable
the research process. To the extent that FOSS is itself a contribution to human knowledge ([101],
p. 234), reframing the discourse in terms of principle, based on an ethical perspective, can bolster
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other ‘open’ initiatives in research and scholarship, in support of the overarching aim: knowledge
production and dissemination.
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